This application note describes how to configure the EFM32 UART or USART to operate in asynchronous mode.

An included software example for the EFM32GG-DK3750 Giant Gecko Development Kit shows how to implement interrupt driven receive and transmit, utilizing the on-board RS-232 transceiver.

This application note includes:

- This PDF document
- Source files (zip)
  - Example C-code
  - Multiple IDE projects
1 Universal Asynchronous Receive Transmit (UART)

1.1 Basic Theory

A UART is a well established standard for low cost, low speed serial communications over a simple 2-wire (plus ground) interface.

Asynchronous communications differs from synchronous communications in that synchronization between transmitter and receiver are encoded into the transmitted signal, rather than using a separate wire to transfer the transmitter clock to the receiver.

Embedding the synchronization information in the data reduces the cost of cables and connectors, and may also be beneficial on a space constrained PCB or if one wants to keep the pin-usage low. On the other side adding synchronization information to the datastream increases overhead, causing the effective data rate to be lower than the baud rate.

Normally, asynchronous communication modes facilitate somewhat lower data rates compared with synchronous modes. Some of the reason is the above mentioned overhead, but also because asynchronous communications may impose stronger requirements on the transceivers and the transmission lines between receiver and transmitter.

Low cost and low power transceivers usually don't have advanced clock recovery mechanisms, but simply rely on the combination of oversampling and that the receiver and transmitter clock frequencies are sufficiently close.

1.2 RS-232

UART does not specify any electrical characteristics such as signal levels etc. Instead, several separate electrical interface standards can be applied. Most common is RS-232, but other well known standards include RS-422, RS-485, and also some standards that don't use electrical signalling such as IrDA.

In this application note, the included software example uses the RS-232 transceiver that is included on the Development Kit.

1.3 Using the EFM32 UART/USART

The information necessary to configure and use the UART/USART modules on an EFM32 microcontroller are contained in the device family reference manual. This application note also presents some further details and clarifications.

1.3.1 Clock Source

Often, the HFRCO is too unprecise to be used for communications. So using the HFXO with an external crystal is recommended when using the EFM32 UART/USART.

In some cases, the internal HFRCO can be used. But then careful considerations should be taken to ensure that the clock performance is acceptable for the communication link.

1.3.2 Baud Rate Calculation

The baud rate is given by the following expression:

\[
Baud\ rate = f_{HFPERCLK} \cdot \frac{1}{OVS} \cdot \frac{1}{1 + \frac{DIV}{4}}
\]  

(1.1)
Where

- \( br \) is baud rate,
- \( f_{HFPERCLK} \) is the frequency of the HFPERCLK branch of the high frequency clock tree (See figure on CMU Overview in device family specific reference manual),
- \( OVS \) is the oversampling factor, and
- \( DIV \) is the configurable part of the fractional divider in the UART/USART module.

When rearranged, one can compute a clock divider setting that will obtain a wanted baud rate by the following formula:

\[
DIV = 4 \cdot \left( \frac{f_{HFPERCLK}}{br \cdot OVS} - 1 \right)
\]  

(1.2)

The clock divider is a fractional divider dividing by \((1+DIV/4)\) where \(DIV\) is a 15 bit value ranging from 0 to 32767. I.e. the clock can be divided by a factor from 1 to 8192.75. Depending on the configurable oversampling factor the baud rate is given by a further division by a factor of 4, 6, 8 or 16. This results in a baud rate that is the clock frequency divided by 4 to 131,084. If the HFXO is run at 32 MHz, baudrates between 8 Mbps and 244.11 bps can be generated as long as the HFPERCLK prescaler is set to 1.

It is worth noting that the equations in this application note differs somewhat from the reference manual. The reason is that the reference manual refers to CLKDIV which is the entire 32-bit register value, of which only the 15-bit wide bitfield \(DIV\) is actually used to control the fractional divider. In this document, the bitfield \(DIV\) is consistently used.
2 Software Example

The included software example is made for the EFM32 Giant Gecko Development Kit, EFM32GG-DK3750. However, with minor modifications the project will also work on our other EFM32 development kits. It can also be ported to the starter kits. But because the starter kits don't include RS-232 line drivers, please ensure that signal levels are compatible before establishing a communication link between two parties. Connecting the EFM32 UART directly to a PC serial port will damage the EFM32.

The kit's on-board RS-232 transceiver is used to demonstrate a possible interrupt based asynchronous mode configuration of an EFM32 U(S)ART peripheral.

The example uses interrupted driven transmit and receive. When transmitting a block of data, the data is first copied into a transmit queue. The U(S)ART TXBL interrupt is enabled. When the UART is ready to transmit, the TXBL interrupt goes high. The interrupt handler function fetches one byte from the transmit queue and copies it to the UART transmit buffer (UARTn->TXDATA). While transmitting, the CPU is free to perform other tasks. In the example project, the MCU spends this time in Sleep Mode (EM1).

The same principle is used on receive. When an RXDATAV interrupt is received, the Rx interrupt handler copies the incoming data to a receive queue.

2.1 Kit Configuration

The development kit's on-board RS-232 line driver is used. This transceiver is normally disconnected from the MCU, so before it can be used, it must be enabled by software. To do this, the kit library functions are used. The kit libraries are included in the kit software packages that can be installed via Simplicity Studio. Documentation can be found in a sub-folder of the Energy Micro library installation folder. It is usually located at: \[energymicro\]kits\EFM32GG_DK3750\bspdoc\html\index.html where \[energymicro\] is the Simplicity Studio data folder. The location of this folder is system dependent, and can be found through "Simplicity Studio->File->Browse Installed Files"

The RS-232 transceiver is connected to UART1, location 2 on the EFM32.

2.2 Instructions

A serial cable and terminal emulator software is required to try this example. On Windows, the Open Source terminal Tera Term can be used.

First, connect a serial cable between a computer and the 9-pin RS-232 connector on the development kit. Configure the serial port as follows

- Baud rate = 115 200
- Data bits = 8
- Parity = none
- Stop bits = 1
- Flow control = none

before opening a connection with the terminal emulator.

One should also configure the terminal emulator to handle new line in the same way as the SW example. In Tera Term the proper configuration is to use LF on receive and CR+LF on transmit. If this can't be configured on the chosen emulator, the example can of course be altered to match the emulator settings.

When connected, start typing. After entering some characters, press '.' which is predefined as a "termination character" causing the MCU to echo the contents of the RX queue back out on the UART.

2.3 Transmit

Transmit is handled by two functions: uartPutData() and UART1_TX_IRQHandler().
uartPutData() copies data to send into a transmit queue. The queue is implemented as a circular buffer. The data is copied into the queue starting at the write index (wrI). When finished, the pending byte counter is updated. Finally the TX interrupt for the UART is enabled.

UART1_TX_IRQHandler() reacts when the TXBL interrupt goes high, signalling that the UART transmit buffer is empty. When this happens, one byte is copied from the read index (rdI) position in the TX queue into the UART transmit buffer. The read index is updated, and the pending byte counter is decremented. If the transmit queue becomes empty, the TXBL interrupt is disabled.

2.4 Receive

In the same way, receive is also handled by two functions: UART1_RX_IRQHandler and uartGetData.

UART1_RX_IRQHandler() reacts on the RXDATAV interrupt, meaning that the UART RX buffer contains valid data. When this happens, the incoming byte is copied from the UART RX buffer into the RX queue. The queue write index (wrI) is updated, and the pending byte counter is incremented. The IRQ handler will also disable the TXBL interrupt if the transmit queue becomes empty.

uartGetData() pulls a number of bytes from the receive queue. The copy starts at the read index (rdI). When data is copied, the read index is updated and the pending byte counter is decremented.

Also, for the sake of the example, the TX interrupt handler checks if the received byte is a predefined termination character.
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