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AN1396: Certificate-Based Bluetooth® 
Authentication and Pairing 

Certificate-based Bluetooth authentication and pairing extends 
the normal Bluetooth authentication and pairing process, which 
is defined in the Bluetooth Core Specification, with additional 
application layer security. This additional layer ensures that the 
connection is not authenticated by the user (who could, for 
example, authenticate the connection by reading and entering a 
passkey), but by a central authority via certificates. This is 
especially important in use cases where the user cannot always 
be trusted, or where the authentication must be made without 
any user interaction. 

This application note describes the theoretical background of certificate-based authen-
tication and pairing, and demonstrates the usage of the related sample applications 
that can be found in Silicon Labs’ Bluetooth SDK. 

 
  

KEY POINTS 

• Authentication without user interaction 
• Device Certificates and Central Authority 
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1 Introduction 

Bluetooth authentication and pairing, as defined in the Bluetooth Core Specification, ensures that two connecting devices can establish 
a secure connection between each other without any third-party device eavesdropping on the communication or acting like a Man-In-
The-Middle. The authentication is based on a secret that is exchanged outside of the Bluetooth connection. This can either be a passkey, 
that is displayed on one device and is entered into the other device by the user, or it can also be so called Out-Of-Band (OOB) data 
transmitted via NFC, QR code, or any other media. It is the responsibility of the user to transmit the secret from one device to the other, 
and therefore the connection is authenticated by the user. Ultimately, this procedure ensures that a device can only pair with another 
device if a user has physical access to both devices (at least at the first pairing), which is a good solution for many use cases. 

It is, however, often insufficient to rely on physical accessibility and user interaction. For example, in a factory, many people can have 
physical access to the machines, but only some of them have the privilege to configure them. In other use cases, devices should create 
an authenticated connection between each other without any user interaction. None of these can be realized with the existing Bluetooth 
authentication methods, thus the need for certificate-based authentication and pairing. 

Certificate-based authentication and pairing relies on Bluetooth authentication and pairing, but instead of exchanging a secret outside of 
the Bluetooth connection, signed certificates and signed random data are exchanged via the Bluetooth connection, and the authentication 
relies on the validity of these signatures. This way, the authentication can be done without any user interaction, and it does not rely on 
the user but on the signatures added to the certificates issued by the central authority. There is only one requirement to get this procedure 
to work: the devices must be preprogrammed with signed certificates. 

1.1 Requirements 

Currently, certificate-based authentication and pairing is supported on Secure Vault High (SVH) devices noted below:  
• EFR32xG21B 
• EFR32xG24B 
and Secure Vault Mid (SVM) devices through TrustZone noted below: 
• EFR32xG21A 
• EFR32xG22 
• EFR32xG24A 

To learn more about SVH devices, visit https://www.silabs.com/security. To learn more about TrustZone support, refer to AN1374: Series 
2 TrustZone.  

https://www.silabs.com/security
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2 Theoretical Background 

To understand certificate-based authentication and pairing, it is essential to understand the basics of public-key cryptography and certif-
icates first. 

2.1 Public-key Cryptography 

Public-key cryptography, or asymmetric cryptography, uses private-public key pairs to sign and verify data. Any device can generate such 
a key pair based on open cryptographic algorithms.  
• The private key must be a sufficiently random number. 
• The public key is a number derived from the private key using a one-way function that ensures that the private key cannot be calculated 

from the public key. 
• The private key must be held in secret. 
• The public key can be openly distributed. 
• The private key can be used to generate a signature. A signature is generated from a digest of the input data and from the private 

key with a cryptographic algorithm. 
• The public key can be used to verify a signature. The verification needs the original input data, the signature, and the public key as 

an input. 
• Since the data to be signed can be of any length, usually a hash is generated first from this data, and the hash serves as the input 

data for the signature. 

 
Figure 2.1. Digital Signature 

The Digital Signal Standard (DSS) is specified in FIPS 186-4. 

2.2 Certificates 

A digital certificate is simply a small, verifiable data file that contains identity credentials and a public key. That data is then signed either 
with the corresponding private signing key, or a certificate authority’s private signing key. The digital certificate can be used to prove the 
ownership of a public key.  
• If it is signed using the corresponding private key, it is called a self-signed certificate.  
• If it is signed by another private key, the owner of that private key is acting as a Certificate Authority (CA).  
• A Certificate Authority (CA) is a trusted third party by both the owner and party relying on the certificate.  

Concatenation of digital certificates builds a chain of trust.  
• At the root of the chain is a self-signed certificate called a root certificate or a CA certificate.  
• The root or CA certificate can be used to sign another certificate. 

https://nvlpubs.nist.gov/nistpubs/FIPS/NIST.FIPS.186-4.pdf
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Figure 2.2. Digital Certificates and Chain of Trust 

The private key is never included as part of the certificate. It must be stored separately and kept private. The security of the scheme relies 
on protecting the private keys. When a device must prove its identity, then it must prove that it has the private key by signing a random 
number challenge sent by the requester. The signature of this random number challenge can be verified with the corresponding public 
key, which is found in the certificate. 

To learn more about certificates, see AN1268: Authenticating Silicon Labs Devices Using Device Certificates, which addresses certificates 
in detail. 

https://www.silabs.com/documents/public/application-notes/an1268-efr32-secure-identity.pdf
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3 Creating Central Authority and Device Certificates 

Certificate-based authentication and pairing, as its name suggests, relies on certificates. Each device that participates in such an authen-
tication process must be preprogrammed with a: 
• device certificate, which holds the identity of the device (including the public key of the device), and with a  
• corresponding private key, which can be used to generate signatures and, thereby, prove the identity of the device. 

Additionally, all the devices must know which are the trusted peer devices. Therefore, all devices must be preprogrammed either with a 
list of device certificates, which holds the identities of the trusted devices, or with a  
• Central Authority (CA) Certificate, which can be used to validate any certificate that belongs to a trusted device. 

Because it is easier to store a single CA certificate rather than a list of device certificates, this method is applied in the sample applications. 

Putting this into practice, the following steps must be done before certificate-based authentication and pairing can be applied: 
1. A CA Certificate must be created (with self-signing) along with a CA private key that will be used to sign all the device certificates. 

This is done on a central machine. Note that the private key must be securely stored, preferably in a hardware security module 
(HSM). At a minimum, the private key must not leave this machine. 

2. Each device must generate a private key. These private keys must be generated on the devices, and they must not leave the devices. 
3. Each device must generate its device certificate signing request, which holds its public key (generated from its private key) and the 

credentials. 
4. Each device must get its device certificate signing request signed by the CA. To do this, the certificate signing request must be 

transmitted to the central machine (this can be done via UART), and the signed certificate must be transmitted back to the device. 
5. The CA certificate must be flashed to each device so that they can validate the device certificates of the peer devices. 

Because this process is not easy to implement, Silicon Labs provides sample applications that do all the required steps. 
• The Bluetooth - SoC Certificate Signing Request Generator sample app generates the private key and the device certificate 

signing request on the device. It can also be used to connect to the certificate authority and send over the device certificate signing 
request to be signed. 

• The create_authority_certificate.py (CA) Python script can be used to generate the CA certificate along with the private key. It also 
creates a header file with the CA certificate that can be stored on the devices. 

• The production_line_tool.py (PLT) Python script can be used for reading out the device certificate signing requests (CSRs) from 
the requesting devices, signing the CSRs with the CA private key, and flashing them back to the device.  
Note: the private key used by this script is visible in plain text, therefore this tool is not to be used in a secure production environment, 
a hardware security module (HSM) must be used instead. 

The Python scripts can be found in the following folder: {SDK_folder}/app/bluetooth/script/certificate_authorities. 

 
Figure 3.1. Signing the Device Certificates 
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To generate the device certificate and get it signed, follow this process: 

1. Factory-reset your device to make sure that no keys and certificates are stored on it. You can do this with Simplicity Commander 
using the Recover Bricked Device option in the GUI or with the following CLI command: commander device recover. 

2. Flash an Internal Storage Bootloader to your device. (Must be generated and built as a separate project.) See UG489 Gecko 
Bootloader User Guide for specific instructions. 

3. Create a new Bluetooth - SoC CSR Generator project in Simplicity Studio. 
4. Open the slcp file of the project. 
5. On the Overview tab, under Project Details, open the three-dots-menu, and click the Configuration button as shown below. 

 
6. Modify the Certification Subject Data fields so that your certificate subject contains your company’s information. 

 
 

7. Build and flash the project to your device. This will automatically generate the private-public key pair and the certificate signing 
request on startup. 

8. Create a CA certificate. Skip this step if you already have a root certificate you wish to use. Install the Python modules cryptography 
and jinja2 as follows: 

pip3 install cryptography 
pip3 install jinja2 

Once these modules have been installed, create the CA certificate with the following command  
python3 {SDK_folder}\app\bluetooth\script\certificate authorities\create_authority_certifi-
cate.py 

Note: this certificate will be created with factory default parameters, to customize the certificate with your own unique identifiers, see 
the help menu for this script which is available by running the following command: 

python3 <Gecko sdk root>\app\bluetooth\script\certificate authorities\create_authority_certifi-
cate.py -h. 

9. The CA certificate can now be found in  {SDK_folder}\app\bluetooth\script\certificate authorities\central_authority\certificate.pem. 
  

https://cn.silabs.com/documents/public/user-guides/ug489-gecko-bootloader-user-guide-gsdk-4.pdf
https://cn.silabs.com/documents/public/user-guides/ug489-gecko-bootloader-user-guide-gsdk-4.pdf
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10. Check the Jlink serial number of your debug adapter either with Simplicity Studio or with Simplicity Commander by using the com-

mand ‘commander adapter probe’.  

 
11. Run the production_line_tool.py python script on your computer with the following parameters:  

Python3 {SDK_folder}\app\bluetooth\script\certificate authorities\production_line_tool.py -p ble 
--serial <serialnumber> 
 
This will read out the signing request, sign the device certificate, and flash the signed certificate on the device. Note: the 'serial' 
parameter is not required if only one device is connected to your PC. 

12. Now the key pair and the signed certificate are stored on your device. You can flash a new application to the device. This will not 
remove the keys and the certificate. 

13. To also flash the CA certificate (root certificate), you will have to copy the generated sl_bt_cbap_root_cert.h file (found un-
der {SDK_folder}/app/bluetooth/script/certificate_authorities/central_authority) into your new application project under the /con-
fig folder. This step is to be done later. 

The new application project can be anything that uses the device certificates. In the following sections, the Bluetooth – SoC Certificate-
Based Authentication and Pairing sample app is demonstrated. 

Note: It is important to add a bootloader to your new project that has secure boot enabled. This ensures that the firmware you programmed 
to the device cannot be changed, and therefore it ensures the originality of the CA certificate, which is part of the firmware. See AN1218: 
Secure Boot with RTSL for more information on secure boot. 

https://www.silabs.com/documents/public/application-notes/an1218-secure-boot-with-rtsl.pdf
https://www.silabs.com/documents/public/application-notes/an1218-secure-boot-with-rtsl.pdf
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4 Certificate-Based Authentication and Pairing 

4.1 Out-Of-Band (OOB) Pairing 

Certificate-based authentication and pairing is based on Bluetooth LE Secure Connections pairing (available since Bluetooth 4.2) using 
the Out-Of-Band (OOB) pairing method. This method is described in the Bluetooth Core Specification. It is essential to understand how 
this procedure works before certificate-based authentication and pairing is explained. 

OOB pairing ensures an authenticated connection between two devices, assuming that the out-of-band data exchange is done, such that 
no third-party has access to the exchanged data. The data can be exchanged over different media, such as NFC or QR codes, or a user 
can manually enter the data displayed on the peer device. 

Note: the OOB data is much longer than the 6-digit passkey used in passkey exchange methods. 

The OOB pairing procedure consists of 3 phases: 
1. Public key exchange 

• In this phase, the two devices exchange their public keys via the Bluetooth connection and calculate a common secret from 
them using the Elliptic Curve Diffie Hellman (ECDH) key exchange. The common secret can then be used to encrypt the 
connection. However, this step does not authenticate the connection, because one cannot be sure if the received public 
key belongs to the device they wanted to pair with or to an adversary device that acts like a Man-In-The-Middle (MITM). 

• Important note: the public key used here is generated by the Bluetooth Security Manager (SM), and it is not the same as 
the public key stored in the device certificate! 

2. Authentication stage 1: Out-of-band data exchange and confirmation 

• In this stage, each device picks a random number and generates a confirmation value from that random number using its 
own public key (the one that was generated by the SM). The random numbers and the confirmation values are exchanged 
out-of-band. Finally, both devices calculate the confirmation value again from the received random number with the public 
key it had received before. If the received confirmation value matches the calculated one, it ensures that the previously 
received public key belongs to the device with which the user wanted to pair. 

3. Authentication stage 2 and long-term key calculation 

• The second stage of authentication confirms that both devices have successfully completed the exchange by transmitting 
newly calculated confirmation values via the Bluetooth connection. If any device fails to present a valid confirmation value, 
the pairing is aborted. Additionally, a long-term key (LTK) is generated in this phase from newly exchanged random 
numbers, from the common secret (calculated earlier with ECDH algorithm), and from the device addresses. 

4.2 Authentication with Certificates 

Authentication without user interaction is not simple. If there is no possibility to exchange any secret outside of the Bluetooth connection, 
then it may happen that an adversary device plays Machine-In-The-Middle; that is, it creates an authenticated connection with both device 
A and device B while pretending that it is device B in the communication with device A and vice versa. Since the authentication procedure 
is carried out without any issue on both sides, neither device A nor device B will detect that they are part of an attack. In this case, the 
MITM device cannot only eavesdrop on the connection, but also control it. 

One solution for this is to exchange some data between the devices well before the pairing happens. For example, two devices can be 
preprogrammed with a common secret, or with each other’s public key. This ensures authenticity, too. However, this solution does not 
scale, because each device should store a secret for each device it wants to pair with. Also, it is hard to add a new trusted device to the 
system later. 

Certificate-based authentication and pairing solves this issue with device certificates that are signed by a Central Authority. In this case 
the only information the devices must store, other than their own certificate and associated private signing key, is the CA Certificate. 

Authentication with certificates needs several steps. Here we assume that all the devices are already preprogrammed with a private key, 
with a device certificate signed by a CA, and with a CA certificate. 
1. On startup each device verifies its own device certificate with the stored CA certificate. The signature on the device certificate can 

be verified using the public key stored in the CA certificate. 
2. Two devices connect and sign that they want to initiate a certificate-based authentication and pairing. 
3. The two devices exchange their device certificates via the connection. 
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4. Both devices verify the signature of the received device certificate chain using the public key stored in the CA certificate. If the 
verification succeeds, it means that the other device is potentially a trusted device. However, the peer device must still prove that it 
also has the private key corresponding to the device certificate to verify its identity. 

5. The devices initiate an OOB pairing, where the OOB data is sent in-band, that is on the Bluetooth connection. This pairing process 
ensures an authenticated connection, provided that the OOB data is exchanged without a MITM. 

6. To make sure that the OOB data really comes from a trusted device and not from an adversary device acting like a MITM, both 
devices sign the OOB data with their own private key. The signature is exchanged along with the OOB data. 

7. Both devices verify the signature with the public key of the other device – which is included in the already received and verified device 
certificate. If the signature is valid, then it is ensured that the OOB data comes from a trusted device and the OOB pairing procedure 
is carried on. 

8. The devices now have an encrypted and authenticated connection. 

 
Figure 4.1. Certificate-Based Authentication and Pairing 

Silicon Labs’ Bluetooth SDK provides a sample application to demonstrate this procedure: Bluetooth – SoC Certificate-Based Authen-
tication and Pairing. This sample application can be used as a starting point for developing any Bluetooth application that needs certif-
icate-based authentication and pairing. 

The example application works only if the private key, the device certificate, and the CA certificate are present on the device. These can 
be generated using the CSR Generator. Before using this example application, make sure you have properly-signed certificates present 
on your device, see section 3 Creating Central Authority and Device Certificates. 
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In a pairing example, two devices are needed: a central and a peripheral. The example is written so that it can act as either the central or 
as the peripheral device. In the central role, the device looks for the peripheral (that advertises the custom CBAP service), connects to it, 
initiates certificate-based authentication and pairing, and finally writes a characteristic that can only be written via an authenticated 
connection. In the peripheral role, the device advertises, accepts connections, participates in certificate-based authentication and pairing, 
and finally turns on an LED when its dedicated characteristic is written. The role can be defined in the project configuration. 

To test the example: 
1. Connect two devices to your PC. 
2. Make sure you have run the CSR generator on both devices, so that you have a private key and a signed device certificate on both 

devices. 
3. Create an SoC Bluetooth Apploader OTA DFU Bootloader project and flash the bootloader to both devices. 
4. Create a Bluetooth – SoC Certificate-Based Authentication and Pairing example project. 
5. The CA certificate must be stored in the application, so you must copy the generated sl_bt_cbap_root_cert.h file into this 

project, under the /config folder. 
6. Build this example and flash it to one of the devices. 
7. Open the slcp file of this project. 
8. On the Overview tab, under Project Details, open the three-dots-menu, and click Configuration. 
9. Change the Role from Peripheral to Central as shown below: 

 
10. Build the project again and flash it to the other device. 
11. Open a terminal program and connect to both devices to see their debug messages. 
12. Reset both devices. The central will automatically connect to the peripheral and after a few seconds you should see the LED on the 

peripheral turning on. 
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