SILICON LABS

Secure Firmware Upgrade using OTA

This lab procedure walks through the steps to use security keys for
creating signed images for OTA application updates. The first part | «evronts
reviews how to create private and public keys with the Simplicity
Studio tools. The second part shows how to create a Bootloader
that suppo_rts secure l_dez_ites. The final pgrt introduces how _to  Create a Bootloader that enables Secure
securely sign application images for a device and use a mobile OTA

device to perform a secure OTA update to a remote device. « Create signed Bootloader and Application
images

o Create security keys for an EFR32xG22
¢ Flash public keys into an EFR32xG22

o Use EFR Connect Mobile App to update
EFR32xG22 device with OTA
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EFR32BG22 — Secure Firmware Upgrade using OTA
Prerequisites

1 Prerequisites

For this lab you will need the following:

e Complete complementary labs:
o Lab 1 - Out of the Box Thunderboard Example
o Lab 2 - Optimizing your Battery Budget
e EFR32BG22 Thunderboard (SLTB010A)
e  Micro-USB to USB Type-A cable (Not included with Thunderboard)
e  Simplicity Studio v4
o Bluetooth SDK 2.13.4.0 or later
o Gecko SDK Suite 2.7.4 or later
e EFR Connect Mobile App

o Accept Location Access. “While using the App” will work. This is required for Traffic Browser

o File storage solution for accesing OTA files on mobile device
o Install cloud storage app on your mobile device (i.e. iCloud, Google Drive, Dropbox or other cloud storage account)
o Have cloud storage account access ready to upload files from your computer/laptop

1.1 Prepare Windows OS to run Simplicity Commander

For simplicity’s sake add the path of Simplicity Commander (C:\SiliconLabs\SimplicityStudio\v4\developer\adapter_packs\commander) to
the path environment variable in your OS, so that the commander command can be called from any directory.

1. Use Search bar in Windows 10 to locate “Environment Variables” menu.
2. Select “Edit the system environment variables”.

B L @ Filters “/ System Properties % Erwironment Variables x

Best match

Edit the system environment variables
Control panel

ettings

4 Edit environment variables for your
account

L environment variablesl

Computer Name Hardware Advanced System Protection Remote

You must be logged on as an Administrator to make most of these changes
Performance

Visual effects, processor scheduling, memory usage, and virtual memory

User Profiles.
Deskiop settings related to your sign-in
Settings..

Startup and Recovery
System startup, system failure, and debugging information

Settings..
e Environment Variables.
oK Cancel Apply

3. Select “Environment Variables” in the System Properties window.
4. Select “Path” under System Variables. Click “Edit...”
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User variables for kydando

Variabe Value

OneDrive. CAUsers\kydandc\OneDrive

Fath o \AppDatalLocal\Microsoft pps:
TEMP CAUsers\kydando\AppData\Local\Temp

™R CUsers\kydando\AppDataLocahTermp

M Edit- Delite

System variables

Variable Value -
Comspec CAWINDOWS\system32y
DriverData CAWindows\Sys

NUMBER_OF PROCESSORS 4
05 i
PATHEXT COM:E
PROCESSOR ARCHITECTURE AMD64

PROCFSSOR IDENTIFIFR  Intel6d Farnily 6 Medel 78 Stenoing 3. Geniiinelntel L

M. Edit Delete
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Edit environment variable x

C\Program Files (x86)\InteNiCLS Client\ Mew
CA\Program Files (x86)\Commen Files\Oracle\lava\javapath

CASiliconLabs\Optical_Sensors\Si115x\executable Edit
C\Program Files\InteNiCLS Client\
C\ProgramData\Oracle\Java\javapath

Browse
%SystemRooti\system32
9%SystemRootd
96SystemRoot¥\System32\Whem Delete
%SYSTEMROOT:\System32\WindowsPowerShellv1.0\
C\Program Files (x86)\QuickTime\QTSystem
C\Program Files (x86]\IntehIntel(R) Management Engine Compone Move Up
C\Program Files\Intel\Intel(R) Management Engine Components\D..
CAProgram Files (x86)\Intel\Intel(R) Management Engine Compone. Move Down

CA\Program Files\IntehIntel(R) Management Engine Components\IPT
CAProgram Files\PuTTY,

3%SYSTEMROOTH\System32\0penSSHL Edit text.
CAProgram Files\IntehWiFi\bin\

\Program Files\Common Flles\ntehWirelessCommon
Users\kydanda\ Downloads\SimplicityStudio-5-ble-proprietary-zi...

!

5. Click “New”.
Verify this is the valid path for your installation. C:\SiliconLabs\SimplicityStudio\v4\developer\adapter_packs\commander
Most default installations will have this path. It will be different if you modified the installation folder for Simplicity Studio.

6. Paste the verified location of Simplicity Commander

7. Click “OK” 3 times to close the open windows

1.2 Prepare MacOS Catalina and Linux OS to run Simplicity Commander
The following section details how to set up Simplicity Commander to the path environment variable in a MacOS or Linux OS.

In MacOS Catalina:

1. open aterminal window
2. Return to the root folder by typing cd ~
3. Use an editor like nano to edit the .zshrc file. Type nano .zshrc
4. Add the following to an existing PATH command or else add it to the end of the file.
export PATH=$PATH:
/Applications/Simplicity\ Studio.app/Contents/Eclipse/developer/adapter_packs/commander/Commander.app/Contents/MacOS
5. Exit and save the .zshrc file by hitting CTRL-X to exit, answer Y to save the file.

6. Now source the file to make it the active path:
Type . ~/.zshrc

For Mojave and Linux

1. Follow the same process above for both only editing the .bashrc file in step 3:
2. For Linux the path is also different that you add in step 4.
export PATH=$PATH:
~/SimplicityStudio_v4/developer/adapter_packs/commander
3. Now source the file to make it an active path in Mojave or Linux:
Type . ~/.bashrc
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2 Generating Developer Keys

21 Keys used for Firmware Authentication

The firmware authentication implemented by Silicon Labs is based on asymmetric key cryptography.

Asymmetric key cryptography uses two keys: a private key to create a digital signature and a public key to verify the signature.
Private keys are kept secret and only used once to sign the firmware upgrade image. This is done outside of the chip.

Public keys are burned into the EFR so that uploaded images can be verified during upgrade and optionally at every reboot.

Sign with Verify with V

private ke public key

The EFR32BG22 products use two type of keys
= Silicon Labs keys (a private key is stored securely at Silicon Labs, and a public key is burned into device in factory)
= Developer keys (a private key is kept by the developer, and a public key is burned into the device by the developer)

This lab focuses on how a developer can create and use their own developer keys

2.2 Using the Private Keys

Establishing a full chain-of-trust requires these two type of keys. The Silicon Labs key is used to sign and verify the first stage bootloader
signature. The Developer keys are used to sign and verify everything else, namely the second stage bootloader, the apploader (if applied)
and the application.

The first stage bootloader is pre-signed by Silicon Labs, while all the other components have to be signed by the developer’s private key
before uploading to the device (either by flashing or by OTA firmware upgrade)

Develope Signed
on * s
age . Stage
Bootloader Private K Bootloader
Developer )
Apploader Signed
Private K Apploader

Silabs

‘ signed First o Developer Signed
First Stage S Application Applicati
Bootloader o tage Code RB cation

Private K Bootloader rivate Code
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The Silicon Labs public key is used by the First Stage Bootloader Checker to verify the First Stage Bootloader

The Developer public key is used
e By the First Stage Bootloader to verify the Second Stage Bootloader
e By the Second Stage Bootloader to verify the Apploader — or directly the Application
e By the Apploader to verify the Application

Silabs public key Developer public key

b~~~

ey Second .
First Stage First Stage Stage Aobloader Application
Bootloader Bootloader g PP Code

Bootloader

Checker

Note that the Developer public key can be stored in 2 different locations. The first location is an OTP location that is accessible only
during the Root Mode by the First Stage Bootloader Checker or the First Stage Bootloader. This OTP key storage provides a true Chain-
of-Trust through each stage of the device boot. The second location is a Flash location that is used by the Second Stage Bootloader, the

Apploader and the Application Code during User Mode.

Some customers may choose to only store their Developer keys in Flash, avoiding the finality of burning the key in OTP. This is referred
to as a Secure Upgrade solution, where the Apploader and Application Code are always verified to have correct signatures from the
Developer. However, note that changes to the Second Stage Bootloader can erase the developer keys introducing security implications

and mitigations that need to be considered.

2.3 Generate Developer Keys with Simplicity Commander

Note that the flow we are describing here, using Simplicity Commander for generating keys and performing signing operations, is suitable
for development purposes to evaluate or test secure boot and secure upgrades. However, in a production environment, we recommend
using a Hardware Security Module (HSM) for both key generation and storage as well as to sign images. HSM’s are much better at
protecting sensitive keys than a laptop PC is. The signing process using an HSM is described in UG266: Gecko Bootloader User’s Guide.

1. Type “Command Prompt” in Windows search bar to quickly locate and open a Command Line Interface (CLI)
2. Create a directory to safely store your private and public key files. (i.e. mkdir c:\\keyfiles)

3. Change directory to a folder where you can safely store your keys (i.e. cd c:\\keyfiles)

4

Run the following command:

Commander gbl keygen --type ecc-p256 —--outfile signing-key

Generating ECC P256 key pair...
Q X: 997011ED1708580BD4A6B7F8AD6EE19B0B8722611FB76A3A5702D5141180E101

Q Y: OAC8673C8ACC26EE2B534C004F4A4B7EBBC23D04506DD66E3EFODDC81E3CASSE
D: BC1546D9B90COA1B57FBC4FBICAD4F9CS5C45B677B92AFBO5CBC8ACIASC86023C

Writing EC tokens to signing-key-tokens.txt...
Writing private key file in PEM format to signing-key...
Writing public key file in PEM format to signing-key.pub...

DONE

5. Close the Command Prompt window.
6. Open a File Explorer to this key folder where you stored your keys. It will help you copy/paste the output key files to other

folders in later sections.

Rev.0.1]4
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OPTIONAL INFORMATION BELOW. CAN SKIP TO SECTION 3

The following provides a brief description of the different output key files generated in the prior steps. Your keys will be different than
those displayed, but follow the same format.

First, the Signing-key-tokens.txt file is used by Commander to program a BG22 SoC during manufacturing by the developer. The
tokens are generated from the specific Private Developer keys, so there is no issue with outsiders using these public tokens to generate
malware. However, these tokens are used by the BG22 SoC to validate signed images for 2" Stage Bootloader, Apploader and Appli-
cation images received in the future. The key tokens come in an X,Y pair as shown in the following file example:

| signing-key-tokens.txt - Notepad - o X
File Edit Format View Help
# A
# This token file declares what values are programmed for manufacturing

# tokens on the chip. It can be read back by the "flash" or "convert" commands.
#

#‘HFG_SIGNED_BOdTLOADER_KEY_X (Manufacture token space for storing ECDSA signed bootloader key (X-point).)' token group
MFG_SIGNED_BOOTLOADER_KEY_X : E73DA2DF45446245B852920066C58E71D837DC7C8FA7DD194B2FBCA4F6A45ELB

#'MFG_SIGNED BOOTLOADER_KEY_ Y (Manufacture token space for storing ECDSA signed bootloader key (Y-point).)' token group
MFG_SIGNED_BOOTLOADER_KEY_Y : @9A9B83F681AD23026FF61918645B55683664580D0D8D260223A885CC5C05508

Second, the Signing-key output file is in a Privacy Enhanced Mail (PEM) format. This is common for certificates in Web servers and
was used for storing these private keys. This is the Developer’s PRIVATE key. This cannot be discovered by other users. If others
gain access to the private key, they could generate images that the device would validate using the Public Keys generated by this private
key. This should be securely stored by any product Developer. The file format is shown below:

7 signing-key - Notepad - o X
File Edit Format View Help

----- BEGIN EC PRIVATE KEY- - ---MHcCAQEETHur4nPB3J1yhFqLESyXK/5HeBprveShDXad7uiunbucoAoGCCqGSids

AwEHoUQDQGAES 221 36VEYRWAUPTAZsWOcdg3 3HyPpIaZSy +8pPakXhs Jqbg /aBrSHMCD/YZGGRE VNG 2ZF dDYAgAi OohexcBVCA== - - - - - END EC PRIVATE KEY-----

The final output file, Signing-key.pub, contains the public key that can be used to verify that the GBL files were generated by the correct
private key. If you were to verify the OTA upgrade on another platform, like a gateway or smartphone app, they would likely consume
this PEM-encoded public key file.

I signing-key.pub - Notepad - o X

File Edit Format View Help
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3 Creating a Secure Bootloader

While the first stage bootloader is flashed into the device by Silicon Labs at the factory, the second stage bootloader has to be generated
and flashed by the developer. The developer can select from many different configuration options to best match the product, memory and
security requirements of their designs.

For the Thunderboard BG22, it is flexible because it has 512k of on chip flash memory. This allows developers the space to use a proven
Apploader provided by Silicon Labs. The Apploader is a separate application that is initiated when an OTA is started. Alternatively
customers could choose to integrate the OTA functionality into their application (i.e. no Apploader) to upload a new firmware image into
the second half of the available flash. Typically Apploader is chosen when there isn’t sufficient on-chip space to store a second copy of
the application. That is, it provides space optimization. However, it can also make the Application simpler because it offloads the OTA
upgrade functions.

3.1 Set up Thunderboard Kit and Simplicity Studio

Launch Simplicity Studio from your desktop.

Connect the Thunderboard BG22 to your PC using a micro-USB cable.

When the device is connected to your PC, you should see it listed in the Debug Adapters window in Simplicity Studio.
Select the J-link for the device to display the associated Demos, Example Projects, and Documentation.

Be sure to set the preferred SDK to Gecko SDK Suite v 2.7.4 or newer.

Be sure that the Secure Firmware Version is 1.2.2. Read and Update if less.

I

«=1 Launcher - soc-empty/soc-empty.isc - Simplicity Studio ™ - O X
File Edit Navigate Search Project Run Window Help & App Builder

kyle.dando@silabs.com ¥ & & £ |search | | ® | f Launcher O Simplicity IDE F Configurator % Debug

™ Debug Adapters =

«xooxws-sess J-Link Silicon Labs (440172158)

Sal i o o L Preferred SDK: Gecko SDK Suite v2.7.4: Bluetooth 2.13.4.0, Micrium OS Kemel
Thunderboard EFR32BG22 (SLTBOTOA) r.e arre . Gecko uite v2.7.4: Bluetooth 2.13.4.0, Micrium eme
Click here to change the preferred SDK.

Debug Mode: MCU Change
Adapter Firmware Version: 0v8p0b44 No adapter firmware directory specified.
Secure Firmware Version: 12.2 Change
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3.2 Select from Bootloader Examples

Open the Gecko Bootloader Examples found under the Software Examples on the Launcher screen in Simplicity Studio
Select Internal Storage Bootloader (single image on 512kB device) from the Gecko Bootloader examples
3. Click “Yes” on the following prompt to switch to the Simplicity IDE and create the example project.

Note: this bootloader defines a dedicated upload area, but Apploader will still overwrite the old application!

N

~ Gecko Bootloader 1.10.3
~ Gecko Bootloader Examples
BGAPI UART DFU Bootloader

Standalone Bootloader using the BGAPI protocel for UART DFU. This is
the recommended UART bootloader for the BLE protocel stack,

EZSP 5Pl Bootloader

Standalone Bootloader using the EZSP protocol over SPIL This is the
recommended SPI bootloader for the EmberZNet, Thread and Flex

Internal Storage Bootloader (multiple images on 1MB device)

Application Bootloader for all EFR32 and EFM32 devices with 1TME or
larger flash, using the internal flash memory to store upgrade images

Internal Storage Bootloader (single image on 1MB device)

Application Bootloader for all EFR32 and EFM32 devices with 1TME or
larger flash, using the internal flash memory to store upgrade images

=

Internal Storage Bootloader (single image on 512kB device)

Application Bootloader for all EFR32 and EFM32 devices with 512kB or
larger flash, using the internal flash memory to store upgrade images

Internal Storage Bootloader (single image with LZMA compression, 1N

Application Bootloader for all EFR32 and EFM32 devices with 1TME or
larger flash, using the internal flash memory to store upgrade images

3.3  Add Security Options to Bootloader Core

When the project is created, the bootloader-storage-internal-single-512.isc configuration tool is shown in the file window.

1. Inthe Plugins tab select the Bootloader Core plugin
2. Inthe Options pane on the right, Select “Require signed firmware upgrade files” and “Enable Secure Boot”

Selecting “Enable secure boot” makes the Second Stage Bootloader verify the signatures of new Apploader and Application
images. This does NOT enable secure boot of the 2" Stage Bootloader itself. This is done in a different location.

—
& General |[P Plugins | <> Storage | S Callbacks | % Other

Plugin configuration

Use this section to select or unselect the plugins that you want to use in your application

‘ 2| | Plugin: <= Bootloader Core
v (1% Communication || Quality: @ Unknown plugin quality
[]<= BGAPI UART DFU Description:
<= EZ5P-5PI Core library for bootloader
[] <= UART XMODEM
[]= XMODEM Parser, provides APl xmodemParser
v W% Core
[ Applicatinn upgrade version che
[ = Boatloader Core, provides APl core
Fregr-GeCompresson tt2s
[ GBL Compression (LZMA) Outi
ions:
[A 4 Image Parser, provides APL: imageParser — - -
g Image Parser with legacy EBL support, provides APL: imageParser Require signed firmware ”pg'mﬁ'“]
[ 4> Image Parser without encryption support, provides APl: imageParser Require encrypted firmware upgrade files
~ 1% Drivers
[ Delay, provides APl delayDriver [ Enable certificate support
[I= SPI Master, pm_wdesAPl: S_ilerlver_ Allow use of public key from manufacturing token storage
gﬁ fﬁ\'i“a P_’j"'d:SIAP"j:'S'E"ED”"E’ Reject direct signed images

3. Press Generate to create the files for your bootloader project
4. After the project files are generated click the Build icon.

You may need to select the project in the Project Explorer window for the Build icon to be enabled.
File Edit Navigate Search Project Run Wind
Hmiig | & Dr v Qv v il v

silabs.com | Building a more connected world.
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4 Using Keys to Signh Images and Device

4.1  Signing the Bootloader image

1. Go to the compiler output folder (e.g. /GNU ARM v7.2.1 - Default) of your bootloader project
2. You can quickly get there by selecting the folder Binaries in the Simplicity Studio Project Explorer
Right click on the .s37 binary file and select “Browse Files Here”

I Froject Caplores i
& bl -stonage-inlemabsngle=3 12 G0 AR o 2 - De

~ 4 Banaric

= hnatinadar-sorsgr-intema-singln- 517l - [arme]

@ hoatlnadar-ston irtammal le-512k bin - [unknown/1e]
O bootoader-stor irtamal-single- 512k hew - [unknowryle]
Dbosto * e 3
3
" inchdes -
e (MBS Open
e e Cipen Wit )
e Fi Copy i+
= rryplo asle Clelsw
FmES 5 Dalate Dalata
EENUARN e
& halonfic b, f2
> intemal i
& misedtls Irngort H
parsei | © Retesh F5

e slonage-c Fun As

k= lukeri-rmg
a L Debug As

Fratile An s f
® Mishug Adapte e
Team

* & Jlink Sdicn
Crmgars With >

Thig
Heplace With
Brizwse Files Here
Open Command lina Her

Flash Lo Device..

Froperties Alt+Enter

Go to the File Explorer window you left open in step 2.3. This is where your security key files were stored.
Copy the file signing-key from your secure key folder

Paste the signing-key file into the Binary Output folder for your Bootloader opened in step 1

Open a Command Line CLI in the Binary Output folder for your Bootloader

Similar to step 1, you can quickly get there by using the Project Explorer view.

Right click on the .s37 Binary file and select “Open Command Line Here”

o gk w

Qpen Wi
> eyt
o emis
6N AR v
!

W Copy e

! iy
% Uekete Dnlate
Mevs,

A Enter

7. Run the following command:

Commander convert Dbootloader-storage-internal-single-512k.s37 --secureboot --keyfile
signing-key --outfile bootloader-storage-internal-single-512k-signed.s37

8. Close the Command Prompt window
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4.2 Signing Bluetooth Application images
Follow shortcuts illustrated in section 4.1 to help complete the following. Using Simplicity Studio Project Explorer to quickly navigate.

1. Verify that your Low-Power-Lab Bluetooth project from Lab 2 is built. The output binaries are required.
2. Copy the signing-key file into the root folder of your Low-Power-Lab project from Lab 2.
i.e. C:\\...SimplicityStudio\v4_workspace\Low-Power-Lab. It must be in the same folder as the .bat file used in step 4.
3. Rename the signing-key file to app-sign-key.pem
The .bat file in the next step looks for this specific file name.
4. Use Simplicity Studio Project Explorer to find the create_bl_files.bat file at the bottom of your project

[ Project Explorer
I8 gatt_db.h
8 hal-config.h
8 hal-config-app-common.h
[9 init_app.c
[ init_app.h
[& init_board.c
[5 init_board.h
[2 init_mcu.c
[8 init_mcu.h
main.c
[@ pti.c
[ ptih
[ vartdrv_config.h
[ BgBuild_Log.txt
= create_bl_files.bat
B efr32bg22c224512im40.1d
B gattxml
# soc-empty.isc

Right click create_bl_files.bat and select “Open”

This will create a signed version of a firmware upgrade file in the /output_gbl folder: application-signed.gbl

It also creates a signed version of the Apploader because it was included in the Lab 2 project. It will be: apploader-signed.gbl
Use Simplicity Studio Project Explorer to verify that these were created by opening the listed project folder /output_gbl

©NoU»

Differences for MacOS or Linux OS:

1. Rightclick create_bl_files.bat and select “Open Command Line Here”.
2. In the terminal window execute the script file by typing: ./create_bl_files.sh
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WARNING!!! THE FOLLOWING STEPS PERMANENTLY REQUIRE YOU TO SIGN PROJECT IMAGES. 4.3 & 4.4 ARE OPTIONAL

The First Stage Bootloader Checker needs the Silicon Labs public key to verify the First Stage Bootloader. This was already burned into
the ROM of the device at the Factory.

However, the First and Second Stage Bootloaders require the Developer’s public key to verify the signature of any signed firmware
images. This public key can be found in the files signing-key.pub and signing-key-tokens.txt generated in section 2.3. This key needs
to be flashed into the device by the developer.

The following command will permanently make your Thunderboard BG22 secure. However, it will ALWAYS require future software
updates to be signed by the exact same private signing-key. You may want to SKIP this step, knowing that you prevented the Thunder-
board from having a complete Chain-of-Trust. Without the key stored in OTP memory, the First Stage Bootloader WILL NOT check the
signature of future Second Stage Bootloaders. This will allow you to REUSE the Thunderboard with future projects by erasing the full-
device along with the Developer’s public key stored in flash.

If you choose to complete this section, you will need to reference sections 4.1 and 4.2 when you build other projects targeted for this
Thunderboard. You will need to use the same private key to sign future Bootloader, Apploader and Application images.

4.3  Flashing the Developer Public Key into the OTP of the Device

1. Type “Command Prompt” in Windows search bar to quickly locate and open a Command Line Interface (CLI)
2. Change directory to the folder where you decided to store your keys in section 2.3
3. Run the following command:

Commander security writekey --sign signing-key.pub -device EFR32BG22C224F512
4. Type “Continue” to verify you want to associate the public key with this Thunderboard forever.

4.4  Enable First Stage Bootloader to use Secure Boot to authenticate Second Stage Bootloader

The next step is required for the First Stage bootloader to use Secure Boot when loading the Secondary Stage Bootloader. This step will
permanently blow a fuse that enables Secure Boot to use the OTP key. You will accomplish this in Simplicity Studio.

Open Simplicity Studio to the default Launcher view. — -

Select the J-Link of the Thunderboard listed under Debug Adapters e

Click the Tool icon to open the “Device Configuration” window Thuneroad EFRIZ8G22 (Sl TRy
Select the “Security Settings” tab in the window and click “Read from Device”

Click “Start Provisioning Wizard” to begin walking through steps enable secure boot with the First Stage Bootloader.

Click on the box to “Enable host image verification before booting host”.

Click “Yes” in the “Secure Boot Warning” window that reminds you that this change is permanent.

In the “Security Keys” window you will notice that the Sign Key is already filled in. This was done by the steps in Section 4.2.
Keep the default settings in the “Secure Locks” window. These are used to enable Secure Debug in the BG22.

10 Click “Provision” to continue. And then click “Yes” to complete changing the security settings.

11. Back at the “Security Settings” tab, you can verify success by reading “Secure Boot: Enabled”

©CoNoO~ONE

A Launcher (¢

n Labs (440172158)

| confi ice: J-Un
Appl iges Scratchpad Packet Trace | Security Sey dapter Configuratio ™ -
Secure Initiali
° Read From Device a Start Provisioning Wizard. s pigee
Warning: Reading security information from this devia a Core reset. settin
Provisioning Wizard will be disabled until security information has been read. nable Writing One-Time-Program
Device Status
Crypto Profile: »cal Development 1
081 54586 e ]
Challenge: 932607A627460C0CIFHDOTTECODBIBAE nable Version

Command Key: No key witten. Wit Key This page enables you to install your public keys into
One Time Programmable mermory. This is a one-time operation.

Security Keys

Sign Key: 8F272441A2CATTDBA5ATA84B23SFIERFBATDDC2549F 8281 !

H 1003
Boot St 0x00000020
Secute Boot: Not Provisioned
2 = 77,
Roll Chaflenge  Unlock Debug Port Device Erase J‘“j Cancel

Debug Locks == Secure Boot Wamning X | | Key:

Crypto Profile: Local Development

[ Enable Writing Command Key
Command Key:

able Secure Debug Unlock: X le a
Enable Secure Debug Unlock: X { Enable o f you enable Secure Boot and the device has not akready been flashed with a signed firmware

Enable Writing Sign Key !

Enable Debug L X Enabl image, that will make flashing and debugging more problematic. Are you sure you want to ‘\ N

enable Secure Boot? | Sign Key:

Disable Device Erase ¥ Disable [ ¢
| Key: BF272441A2CAT7DBASATA84B235FIEBFBATDDC2549FB2B046396BC 1496B65]
| }

e | No |
Micrium O |

. ]
Cancel s 2 < Back Next > Cancel

» APl Refer

END OF OPTIONAL SECTION. CONTINUE LAB BELOW IF YOU CHOSE TO SKIP BURNING PERMANENT KEY
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45 Flashing the Developer Public Key into the Key Flash of the Device

Do the following to flash the Developer public key into the User Mode location in Thunderboard BG22 devices. On the BG22 device the
public keys are flashed into the topmost page of the main flash, which is not accessible from the user application

1. Type “Command Prompt” in Windows search bar to quickly locate and open a Command Line Interface (CLI)
2. Change directory to the folder where you decided to store your keys in section 2.3
3. Run the following command:

Commander flash —--tokengroup znet --tokenfile signing-key-tokens.txt

This command will flash the public keys in the file to the Thunderboard over the USB connection.

4.6 A Note about Protecting Public Keys

For strong security, Public keys need to be protected from accidental or intentional modification. This protection can be accomplished
via hardware support, such as storing the keys in an immutable memory such as OTP or a locked flash page, or the key can be crypto-
graphically authenticated prior to it being used.

By default, the Developer Public Key in the Commander command above is stored in the last page of main flash memory. In order to
secure this key, the flash page containing the key must be locked in order to prevent software from being able to modify the key. Instruc-
tions for write protecting this page can be found in the EFR32BG22 Reference Manual section 6.3.12.2. This flash page protection
operation can be performed either in the Second Stage Bootloader or in the Application.

As an alternative to protecting the Developer Public Key via hardware, it can be protected using cryptographic authentication. The method
using cryptographic authentication is described in Section 9.2.1 of UG266: Silicon Labs Gecko Bootloader User's Guide, under “Secure
Boot Using a Certificate”, and represents the strongest and most flexible security solution.
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5 Program Thunderboard to Support Secure OTA

5.1  Flashing Images to Device

For this lab we will begin by programing the Thunderboard using the wired USB interface. This will be similar to a product being programed

before it is sold with a Factory revision of the application. It will also be programed with the secure Bootloader and Apploader to allow
the product to allow secure OTA updates once deployed/sold.

1. Open a Command Line window in the compiler output folder of the Bootloader project to use the Signed Second Stage Boot-

loader. (For help locating, refer to section 4.1)
2. Type the following command to flash the signed bootloader to the Thunderboard BG22:

commander flash bootloader-storage-internal-single-512k-signed.s37

Open a Command Line window in the /output_gbl folder of the Bluetooth project to use the signed Apploader (For help locat-
ing, refer to section 4.2

4. Type the following command to flash the signed Apploader to the Thunderboard BG22:
commander flash apploader-signed.gbl
In the same Bluetooth project folder, type the following command to flash the signed Application to the Thunderboard BG22:

commander flash application-signed.gbl

5.2 Use EFR Connect to locate Thunderboard BG22

Open EFR Connect on your mobile device.

Select “Develop” at the bottom of the first screen

Click “Browser” tile to begin scanning the area for Bluetooth devices

You should see your Thunderboard BG22 advertising as “Empty Example”
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6 Performing a Secure OTA Update of Firmware

This section demonstrates how a company could use the BG22 features to provide Secure OTA firmware update to devices in the field.
The first steps will modify the existing project so that a change can be detected in the EFR Connect mobile app if the device is successfully
updated. The next steps show how to store the signed image to a cloud storage service that your mobile device can access. The final
steps will use EFR Connect to initiate an OTA update. Examples will show a successful and failed update based on the device receiving
an Authentic and Secure new firmware image.

6.1 Modify the Lab 2 Low Power Project

This section requires you to refer back to the steps used to create the Low Power Bluetooth project in Lab 2. The easiest modification is
to change the Device Name that your device advertises. This can be done quickly to provide a new image to use in a Secure OTA
update.

1. Change the Device Name in the GATT Configurator to something different i.e. “Updated Empty” and press generate

2. Rebuild the modified Low-Power-Lab project (Lab 2, Section 3.4 steps 2-5)

3. Be sure to sign the new Project binary file with your Developer signing keys. Re-run create_bl_files.bat (Refer to steps in
Section 4.2)

6.2 Place Application Images on Mobile Device Cloud Service

This step will load 2 images to a cloud based storage service that the EFR Connect app can access. You will upload the signed and
un-signed version of your new project. This will allow you to see the outcome of attempting an OTA with an unsigned and a properly
signed image.

1. Upload the application-signed.gbl to a cloud storage service you can access on your mobile phone (i.e. iCloud, Dropbox,
Google Drive)

2. Upload the application.gbl to the same cloud storage service. This will be the example of an improper unsigned image that will
not be accepted by your now secure Thunderboard BG22.

6.3 Use EFR Connect mobile App to connect and perform OTA

1. Start EFR Connect app on your phone

2. Start Bluetooth Browser

3. Connect to your device advertising as the name you chose in Lab 2 i.e. “Empty Example”

4. Inthe local menu find the OTA option

5. Select Partial method for the OTA. You will only be changing the Application. Full would allow you to load a new signed Ap-
ploader along with the Application.

6. Select “CHOOSE FILE” in the App

7. The mobile app will open a default folder view. Click Browse to view more cloud storage options

8. Select the cloud storage solution you used in Step 6.2. Locate and select your unsigned upgrade file application.gbl

9. Press OTA UPDATE to begin the partial update

The OTA will fail and the EFR Connect app will display Error: “Code 0x84: Invalid file format”. This refers to a “Not supported”
file format. The Apploader detected the file image did NOT include a signed signature. IF the image was signed with an incor-
rect key, the error would have returned 0x80 for CRC Error, or Signature failure. You can research the different Result Codes
in AN1086. A summary of their descriptions is included in the table below.

10. Repeat steps 1 —9. This time select your sighed image upgrade file application-signed-gbl and press OTA UPDATE

This OTA will succeed and your device will advertise your modified Device Name (i.e. “Updated Empty”)
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Description

Success / Mo errors found.

0x0480

CRC_ERROR

CRC check failed, or signature failure (if
enabled).

0x0481

WRONG_STATE

This error is returned if the OTA has not
been started (by writing value 0x0 to the
control endpoint) and the client tries to
send data or terminate the update.

Ox0482

BUFFERS_FULL

ApplLoader has run out of buffer space.

0x0483

IMAGE_TOO_BIG

Mew firmware image is too large to fit into
flash, or it overlaps with AppLoader.

0x0484

NOT_SUPPORTED

GBL file parsing failed. Potential causes
are for example:

1) Attempting a partial update from one
SDK version to another (such as 2.3.0to
2.4.0)

2) The file is not a valid GBL file (for exam-
ple, client is sending an EBL file)

0x0485

BOOTLOADER

The Gecko bootloader cannot erase or
write flash as requested by ApplLoader, for
example if the download area is too small
to fit the entire GBL image.

0x0486

INCORRECT_BOOTLOADER

Wrong type of bootloader. For example,
target device has UART DFU bootloader in-
stead of OTA bootloader installed.

0x0487

AFPLICATION_OVERLAP_APPLOADER

Mew application image is rejected because
it would overlap with the ApplLoader.
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